**1. HTML (index.html)**

O arquivo **HTML** é responsável pela estrutura básica da página web. Ele define os elementos visuais e campos de entrada que o usuário verá e interagirá.

**Explicação dos elementos:**

* **DOCTYPE e head**:
  + <!DOCTYPE html>: Define o documento como HTML5.
  + <html lang="pt-BR">: Define a linguagem da página como português brasileiro.
  + <meta charset="UTF-8">: Define o conjunto de caracteres como UTF-8, garantindo suporte a caracteres especiais.
  + <meta name="viewport" content="width=device-width, initial-scale=1.0">: Faz com que a página seja responsiva, ajustando-se para dispositivos móveis.
  + <title>Gerenciamento de Clientes</title>: Define o título da página, que aparece na aba do navegador.
  + <link rel="stylesheet" href="estilos.css">: Linka o arquivo de estilos CSS externo à página.
* **Corpo da página (body)**:
  + <div class="container">: Contém todo o conteúdo da página e aplica estilos para centralizar e estilizar o conteúdo.
  + <h1>Gerenciamento de Clientes</h1>: Um título principal da página.
  + <form id="formularioCliente">: Um formulário onde o usuário insere os dados do cliente (nome e e-mail). O formulário inclui:
    - <input type="hidden" id="clienteId">: Um campo oculto usado para armazenar o ID do cliente durante a edição.
    - <label for="nomeCliente">Nome:</label>: Rótulo para o campo de nome do cliente.
    - <input type="text" id="nomeCliente" placeholder="Nome do Cliente" required>: Campo de entrada de texto para o nome do cliente.
    - <label for="emailCliente">Email:</label>: Rótulo para o campo de e-mail do cliente.
    - <input type="email" id="emailCliente" placeholder="Email do Cliente" required>: Campo de entrada de e-mail para o cliente.
    - <button type="submit">Salvar Cliente</button>: Botão para submeter o formulário.
  + <table>: Uma tabela onde os clientes são listados, composta por:
    - <thead>: Cabeçalho da tabela, com colunas "Nome", "Email" e "Ações".
    - <tbody id="corpoTabelaClientes">: Corpo da tabela onde os dados dos clientes são inseridos dinamicamente.
* **JavaScript**:
  + <script src="app.js"></script>: Inclui o arquivo de JavaScript responsável pela lógica do CRUD.

**2. CSS (estilos.css)**

O arquivo **CSS** é responsável por definir o estilo visual da página, incluindo cores, espaçamento e layout. Ele torna a página mais atraente e fácil de usar.

**Explicação dos estilos:**

* **Estilização geral**:
  + body: Define a fonte padrão, cor de fundo, centraliza o conteúdo e remove as margens.
  + .container: Aplica fundo branco, padding, bordas arredondadas e sombra para a caixa que contém o conteúdo principal.
* **Estilização de elementos específicos**:
  + h1: Centraliza o título da página.
  + form: Define margens inferiores e espaçamento entre os campos do formulário.
  + label: Aplica estilo ao texto dos rótulos dos campos de entrada.
  + input: Estiliza os campos de texto e e-mail para ficarem com bordas e padding padronizados.
  + button: Estiliza o botão com cores, bordas arredondadas e efeito de hover.
* **Estilização da tabela**:
  + table: Define a tabela para ocupar toda a largura disponível e remove espaçamento extra.
  + th, td: Estiliza as células da tabela com padding, bordas e alinhamento centralizado.
  + .acoes button: Estiliza os botões de ação ("Editar" e "Excluir") com cores distintas e efeitos de hover.
  + .botao-excluir: Estiliza especificamente o botão de exclusão com uma cor vermelha.

**3. JavaScript (app.js)**

O arquivo **JavaScript** implementa a lógica do CRUD (Criar, Ler, Atualizar e Deletar) e interage com o Local Storage para armazenar os dados dos clientes.

**Explicação das funcionalidades:**

* **Selecionando elementos do DOM**:
  + const ... = document.getElementById(...): Esses comandos selecionam elementos do HTML pelo ID para que possam ser manipulados no JavaScript.
* **Carregar clientes salvos no Local Storage**:
  + document.addEventListener('DOMContentLoaded', carregarClientes);: Assim que a página é carregada, os clientes são recuperados do Local Storage e exibidos na tabela.
* **Adicionar ou atualizar cliente**:
  + formularioCliente.addEventListener('submit', (e) => {...});: Esse evento é acionado quando o formulário é submetido. Se o ID do cliente estiver vazio, um novo cliente é criado; caso contrário, o cliente existente é atualizado.
  + e.preventDefault();: Impede que o formulário recarregue a página ao ser submetido.
* **Funções de CRUD**:
  + carregarClientes(): Recupera todos os clientes do Local Storage e os exibe na tabela.
  + adicionarClienteAoDOM(cliente): Adiciona um novo cliente ao DOM (tabela) sem recarregar a página.
  + salvarClienteNoLocalStorage(cliente): Salva um cliente novo ou atualizado no Local Storage.
  + obterClientesDoLocalStorage(): Retorna uma lista de clientes armazenados no Local Storage.
  + editarCliente(id): Preenche o formulário com os dados do cliente selecionado para edição.
  + atualizarClienteNoDOM(id, nome, email): Atualiza o DOM com os dados editados do cliente.
  + atualizarClienteNoLocalStorage(id, nome, email): Atualiza os dados do cliente no Local Storage.
  + excluirCliente(id): Remove o cliente tanto do DOM quanto do Local Storage.

**Resumo**

* **index.html**: Define a estrutura visual e campos de entrada do CRUD de clientes.
* **estilos.css**: Aplica estilos para melhorar a aparência da interface.
* **app.js**: Contém a lógica de adicionar, listar, editar e excluir clientes, além de salvar os dados no Local Storage.

Este projeto demonstra como criar um CRUD completo para gerenciar uma lista de clientes, utilizando HTML, CSS e JavaScript com armazenamento persistente no navegador.
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O **DOM (Document Object Model)** é uma interface de programação que representa a estrutura de documentos HTML e XML como uma árvore de objetos. Isso significa que, quando um navegador carrega uma página web, ele cria uma representação interna do documento em forma de árvore, onde cada elemento HTML (como <div>, <p>, <button>, etc.) se torna um "nó" ou "objeto" que pode ser manipulado usando JavaScript.

**Explicando o DOM em detalhes:**

1. **Estrutura em Árvore**:
   * Imagine o DOM como uma árvore genealógica, onde o documento HTML é a raiz, e cada elemento dentro do HTML é um "ramo" ou "folha" dessa árvore.
   * Por exemplo, se você tem um elemento <div> dentro de um <body>, e dentro desse <div> há um <p> (parágrafo), o DOM representará isso como uma hierarquia em árvore, onde body é o "pai" do div, e div é o "pai" do p.
2. **Manipulação Dinâmica**:
   * JavaScript pode acessar e manipular os elementos do DOM para modificar a estrutura, conteúdo, estilo ou comportamento de uma página web enquanto ela está sendo exibida.
   * Por exemplo, você pode usar JavaScript para:
     + Adicionar ou remover elementos HTML.
     + Alterar o texto dentro de um elemento.
     + Modificar atributos de elementos (como classes, IDs, ou estilos inline).
     + Responder a eventos de usuário (como cliques em botões).
3. **Acesso ao DOM**:
   * O DOM é acessado e manipulado em JavaScript utilizando métodos e propriedades como:
     + document.getElementById('id'): Seleciona um elemento pelo seu ID.
     + document.querySelector('seletor'): Seleciona o primeiro elemento que corresponde a um seletor CSS.
     + element.innerHTML: Obtém ou define o HTML interno de um elemento.
     + element.style: Modifica o estilo inline de um elemento.
     + element.addEventListener('evento', função): Adiciona um manipulador de eventos para responder a interações do usuário.
4. **Exemplo Visual**:
   * Se você tem um HTML simples como este:

html
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<html>

<body>

<div id="conteudo">

<p>Texto aqui</p>

</div>

</body>

</html>

* + A árvore do DOM seria algo assim:

less
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html

└── body

└── div (id="conteudo")

└── p

└── Texto aqui

* + Com JavaScript, você pode manipular essa árvore para, por exemplo, mudar o texto dentro do parágrafo:

javascript
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document.getElementById('conteudo').querySelector('p').innerText = 'Novo texto';

**Conclusão**

O DOM é a ponte entre a estrutura estática do HTML e a capacidade de interação dinâmica proporcionada pelo JavaScript. Ele permite que as páginas web sejam dinâmicas, interativas e reativas às ações do usuário, criando experiências mais ricas e flexíveis.